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Abstract

Testing is a software development activity, devoted to evaluating product quality and improving it by identifying defects and problems. Concerning multi agent systems, testing is a challenging task, which asks for new testing techniques dealing with their specific nature. The techniques need to be effective and adequate to evaluate agent’s autonomous behaviors and build confidence in them. The "Model Based Testing" (MBT) is a technique particularly interested among all existing solutions of tests. This latter is based on a system model, which produces abstract test cases. To run these last ones against systems under test, the abstract test cases have to be transformed to concrete ones.

As part of this effort, we propose a model based testing approach for multi agent systems based on such a model called Reference net, where a tool, which aims to providing a uniform and automated approach is developed. The feasibility and the advantage of the proposed approach are shown through a short case study.

Keywords: Multi Agent Systems, Nets within nets, Reference nets, Renew, Model Based Testing.

1. Introduction

Agents and multi agent systems are currently developed in different active areas focusing mainly on architectures, protocols, frameworks, messaging infrastructures and community interactions. The obtained results show that these systems are undoubtedly more than a promising approach to complex software development.
However, testing is required to build confidence into the working of them, but testing of multi agent systems is a challenging task for several reasons, principally [1]:

- The increased complexity related with the multiple distributed processes running autonomously and concurrently making the system non-deterministic.
- The big quantity of data manipulated by a large number of agents (the systems can be made by thousands and more of agents, each using its own data).
- The effect of the irreproducibility: several executions of the same system with the same inputs will cannot lead with the same state making the looking for errors difficult.
- The agents are autonomous; they cooperate, interact and communicate with other agents by message passing or blackboard instead of invocation methods. Therefore, the multi agent system is non-deterministic and it is not possible to use directly the existing object-testing methods.

One of the new approaches to meet the challenges imposed on software testing is the Model Based Testing technique (MBT) [2], [4]. It has recently gained attention with the popularization of models in software design and development. In these techniques, a model of the desired behavior of the system under test is used for automated generation of test cases. Automated test cases generation is attractive because it has the potential to reduce the time required for testing. Test cases derived from the model are collectively known as abstract test cases and cannot be directly executed against a system under test. They have to be transformed to concrete test cases to communicate directly with the system under test. Our work comes in this context.

In fact, we propose a model based testing approach for multi agent systems based on models called reference nets [5], [6]. Reference nets are based on the nets within nets paradigm that generalizes token to data types and even nets. This model is renowned for its perfect adhesion to the mechanism of composition in multi agent systems.

The framework MULAN (MULti-Agent Network) [7], which is based on the visual programming concept of petri net gives tools for the modeling of agent application and bridges the gap between modeling and programming on the one side, and modeling and verification on the other side.

Our main contribution can be summarized as follow:

- To minimize the initial test effort by automatic generation of test cases supported mainly by the model used for modeling.
- To propose another way to concretize abstract test cases by instrumented model.

The remaining part of this paper is organized as follow: section 2 surveys the state of the art of Multi-Agent System (MAS) testing approaches. Section 3 deals with a short description of the paradigm of reference nets. Section 4 describes the proposed approach. Section 5 presents a case study. Finally, section 6 concludes this work with discussion about issues and future works.
2. Background and related works

Usually, the Multi agent systems can be considered at algorithmic, class, agent, society, and system levels of abstraction. These levels are defined as follow [2], [8].

- At the algorithmic level, we consider the code at routine level. This step deals only with the manipulation made within a routine and data. This is comparable to normal code testing with conventional imperative languages.

- At the class level, the interactions of routines and data that are encapsulated within a class are considered. This level leads with the object-oriented community. It has valorizing the emergence of the JUnit [9] testing framework.

- The interactions of groups of cooperating classes are considered at the agent level. At this step, it is possible to test the integration of the different modules inside an agent, to test agents' capabilities to achieve their goals and to sense and effect the context. There are several works in this scope; Tiryaki et al. [10] for example, proposed a test-driven MAS development approach supporting iterative and incremental MAS construction called SUnit, which was built on top of JUnit. Coelho et al. [11] proposed a framework for MAS unit testing similar to SUnit, but uses Mock Agents. Houamdi [12] introduces a suite test derivation approach for agent testing that takes goal-oriented requirements analysis artifact as the core elements for test case derivation.

- The society level consists of the interactions of the overall results of different agents. The society level testing is a kind of integration testing and the integration strategy depends on the agent system architecture where agent dependencies are usually in terms of communications and sometimes environment mediated interactions could be present. Integration testing involves making sure that an agent works properly with the agents that have been integrated before it and with the agents that are in agent testing phase. In this context comes the Padgham et al. [13] work: they use design artifacts from the Prometheus design process (e.g., agent interaction protocols and plan specification) to provide automatic identification of the source of errors detected at the run-time process. Rodrigues et al. [14] propose to exploit social conventions, i.e. norms and rules that prescribe permissions, obligations and/or prohibitions of agents in open MAS to integration test.

- The system level contains all code from all classes and main program necessary to run the entire system. Explicitly, agents may operate correctly when they run alone but incorrectly when they are put together. We find in this level: De Wolf et al. [15] approach in which they propose an empirical analysis approach combining agent-based simulations and numerical algorithms for analyzing the global behavior of a self-organizing system. In [16], Houhamdi and Athamena used a suite test derivation approach for system testing.

Most of the existing research works on testing the MAS focuses primarily on the agents and integration level of agents. Our approach considers all the previous test levels (from the system to the algorithmic levels) as shown Figure 1.
3. Nets within nets

The paradigm of nets within nets [17] is an expressive high-level petri nets that allows nets to be nested within nets in dynamical structure. In other word: it formalizes the aspect that tokens of a Petri nets can be data types and even nets. A short introduction of the implementation of certain aspects of nets within nets called Reference nets [5], [6] will be given in subsequently.

3.1. Reference nets

Reference nets are a graphical notation especially well-suited for the description and execution of complex and concurrent processes. As for other net formalisms, there exist tools for the simulation of reference nets called Renew (for REference NEt Workshop) [6]. The reference nets extend black and colored Petri nets by means of net instances, nets as token objects, communication via synchronous channels and different arc types. Some definitions of these extensions are given in [18], [19].

3.2. Multi agent nets

The MULAN (MULti-Agent Network) architecture [7] is based on the nets within nets paradigm and is used to describe the natural hierarchies in a multi agent system. Mulan is implemented in Renew [6] and has the general structure as depicted in Figure 2. Each box describes one level of abstraction in terms of a system net. The net in the upper left side of Figure 2 describes an agent system, which places contain agent platforms as tokens. The transitions describe communication or mobility channels, which build up the infrastructure. By zooming into the platform token on place p3, the structure of a platform becomes visible. The central place agents host all agents, which are currently on this platform. Each platform offers services to the agents. Agents can be created (transition new) or destroyed (transition destroy). Agents can communicate by message exchange. Two agents of the same platform can communicate by the transition internal communication. External communication only binds one agent, since the other agent is bound on a second platform somewhere else.
in the agent system. In addition, mobility facilities are provided on a platform: agents can leave the platform via the transition send agent or enter the platform via the transition receive agent.

![Diagram of multi-agent system and agent platform with protocol]

Figure 2. Agent systems as nets within nets (Source [18]).

Agents are also modeled in terms of nets. They are encapsulated, since the only way of interaction is by message passing. Agents can be intelligent, since they have access to a knowledge base. The behavior of the agent is described in terms of protocols, which are again nets. Protocols are located as templates on the place protocols. Protocol templates can be instantiated, which happens; for example if a message arrives. An instantiated protocol is part of a conversation and lies in the place conversations.

4. Proposed approach

Model-based testing (MBT) can be summarized in one sentence; it is essentially a technique for automatic creation of test cases from specified software model. It, usually, means functional testing for which the test specification is given as a test model. The test model is derived from the system requirements. As mentioned in section 2, multi agent systems can be considered, from tester’s point of view, as a number of different levels of abstraction: the algorithmic level, class, agent, society and system levels. Traditional test techniques (functional, structural and non-regression) have been fully implemented for the first level of abstraction. Furthermore, the need of a framework to support the development of automated tests
was perceived by the object-oriented community and it has led to the emergence of the Java Unit Testing (JUnit) frameworks, which is considered as reference of unit testing in Java [9]. Its effectiveness encouraged many researchers to propose extensions capable of supporting other application types: DBUnit (for databases) and NModel (for applications written in C#) for model Mark Utting proposed based testing technique, an extension of JUnit, called Model JUnit [20]. Its principle is to write simple finite state machine (FSM) models or extended finite state machine (EFSM) models as Java classes, then generates tests from those models.

The approach discussed in this paper was inspired from Model-JUnit, but it differentiates itself by the fact that it is dedicated to multi-agent applications. Moreover, while Model-JUnit utilizes finite state machine as model, our approach is based on reference nets, which have a graphical representation that provides a flexible modeling approach where tokens can be Java-objects and nets can be regarded as objects. Finally, in Model JUnit, the tester should write test cases to be executed by using JUnit. In our approach, the test cases are generated automatically from the model and is enforceable dynamically and simultaneously with the execution of the system under test.

The Figure 3 summarizes the general architecture of our approach. It contains a series of four stages.

As shown by (1) the modeling phase is the first step in model based testing technique. In this phase, we represent the abstract specification in the form of a model. The model is built to represent the intended behavior of the system under test. However, to verify the validity of the model, phase (2) is mandatory. The tester (the modeler) has to simulate its model for each possible scenario, in certain cases corrects, and refines progressively the abstract test model until he is satisfied that the model meets the initial specifications. The no detected errors in the validation phase can be detected during the phase of execution of test cases. Phase (3) represents the test cases generation and their concretization.

It is the most delicate step and constitutes our main contribution. It cannot be conducted without the source code of the system under test and is directed under the responsibility of the tester. It takes as input an information file extracted from the system under test and another from the test model: All the methods present in the source code and all the transitions in model extracted as XML format or more accurately (PNML RefNet format) file and, of course, the scenario that the tester wants to check. Such scenario is built according to the specification of the test and the levels of the desired test (agent, society or system). While adopting a test case design technique called "error-guessing", which a technique is based on the ability of the tester to draw on his past experience, knowledge and intuition to predict where bugs will be found in the system under test. The output of instrumentation is then a new version of the model. The last step is the execution phase (4). During this stage, the tester can invoke the execution of the instrumented version of the model. The results obtained following the execution of a sequence of test will be compared to the expected results and a verdict is constituted.
To better understand the proposed approach and to explain the different stages, we introduce as case study the well-known producer-consumer model.

5. Case study

The producer-consumer model has been used so abusive in computer literature, for example, to solve synchronization problems, coordination and communication. The Figure 4 describes our case study at an abstract level.

The example is constituted from a producer, which transmits data to a consumer. It is imperative to point out that this example works under the following assumptions:

- Consumers must collect original data disassembled by the producer before transmission,
- The principle of transmission is according to the stop-and-wait protocol (Asynchronous mode). That is, the producer transmits a data packet at a time and must wait for an acknowledgment.
- The principle of transmission is according to the stop-and-wait protocol (Asynchronous mode). That is, the producer transmits a data packet at a time and must wait for an acknowledgment.
The steps sequences of the proposed approach are as follow:

5.1. **Building the abstract test model**

In the MBT process, we represent the abstract specifications in the form of a model. This may lead to discover inconsistencies in the specification, thus, leading to correct code from the beginning. Models of the system are useful for predicting the outputs of the system, which allows test case to be generated. One of major drawbacks of the model based testing techniques is the cost of building the abstract test model of the system under test. In fact, the behavior of the system can be described using a variety of different model types and a few of which make good models for testing, but the choice depends on aspects of the system under test. To the best of our knowledge, existing model based testing techniques for multi agent systems do not cover every aspect of multi-agent systems such as dependencies and interactions. The proposed approach covers such interactions as well, because it is based on the Reference nets model. The latter is based on the nets within nets paradigm, which is renowned for:

- First, for its perfect adhesion to the mechanism of composition in multi agent systems: agent protocols are composed to agent behavior, agent behavior is composed to agents, agents are composed to groups, groups are composed within agent platforms and platforms are composed to agent systems.
- Furthermore, for its unifying framework MULAN based on the visual programming concept of petri net for the modeling of agent application in an elegant and intuitive manner without losing formal accuracy.
- Finally, a model built upon a formalism that has a formal semantics to support verification, simulation and execution.

![Figure 4. Producer-consumer case study.](image-url)
In Figure 5, the snapshot (a) represents the main net (system level); it creates the producer and the consumer nets. Snapshot (b) shows the structure of our autonomous agents. Finally, the snapshot (c) describes, respectively, the producer and the consumer protocols. After the producer protocol starts the transition: \texttt{transmit()} produces a performative containing a message “this is the test message” which represents the product sending and that is directed to the consumer. The performative will be sent over the p: send() transition; subsequently the protocol is blocked waiting an answer message. The blocking behavior is necessary to simulate a synchronous communication between producer and consumer. An arriving acknowledges confirmation to p: \texttt{ack()} enables the transition acknowledges received. After occurrence of that transition, the protocol is not blocked any further and the producer agent is now able to reproduce another item. The protocol net that models the consume behavior of the consumer agent is selected by the agent’s main page to process an incoming performative item from the producer agent. It can now acknowledge the reception, consume the item and wait for another product.

5.2. Validating the model

Because this abstract formal test model is derived manually out of the systems requirements specification, the validation of the test model against system requirements specification should be done first in order to find major errors in the test model. With MBT approach, if some errors remain in the model they are very likely to be detected when the generated test is run against the system under test. Renew relies entirely on simulation to explore the properties of a net, where the tester can dynamically and interactively explore the state of the simulation. In fact, at this stage, the tester can imagine different execution scenarios by acting, for example, on the number of agents or the number of objects (resources). In other words, while simulating the system net, the tester has the opportunity to correct and to refine progressively the abstract test model. Such robust and easy to use tool reduces considerably the large initial effort in term of person-hours required mainly in constructing and validating the testing model.

5.3. Test cases generation and concretization

Test cases are generated automatically from the behavioral model, which is given as input to the test generators. In the literature [21], the test cases generation approaches have suffered from the combinatorial explosion problem of the number of test cases. For economic reasons, it should be reduced to a minimum. For quality reasons, it must be sufficiently high as to reduce the number of remaining failures in the field to an acceptable number. To cope with this explosion, we have opted for the well-known test cases generation techniques. In our case, let us consider, for instance, the class partitioning and limit testing techniques.
The strategy of such technique can be summarized as follow:

A- Identification of operational variables,
B- definitions of domains (and equivalence classes) of variables,
C- Development of an operational relationship between the variables; modeling different system responses in a variant of the decision table,
D- Development of test cases for the variants.

**A- Identification of operational variables:**
Msg: variable modeling the packet to be transmitted,
P: object modeling the producer,
C: object modeling the consumer.

**B-definition of domains:**
Msg : \{ Ok, Empty, Not string value\},
P : \{ Ok, Null\},
C: \{ Ok, Null\}.
C-Decision table:
Number of test cases: $3 \times 2 \times 2 = 12$ (see Table 1).

<table>
<thead>
<tr>
<th>Test case</th>
<th>Msg</th>
<th>P</th>
<th>C</th>
<th>Result</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Ok</td>
<td>Ok</td>
<td>Ok</td>
<td>Successful transmission</td>
</tr>
<tr>
<td>2</td>
<td>Ok</td>
<td>Null</td>
<td>Ok</td>
<td>Error</td>
</tr>
<tr>
<td>3</td>
<td>Ok</td>
<td>Ok</td>
<td>Null</td>
<td>Blocked</td>
</tr>
<tr>
<td>4</td>
<td>Empty</td>
<td>Ok</td>
<td>Ok</td>
<td>Blocked</td>
</tr>
<tr>
<td>5</td>
<td>Empty</td>
<td>Null</td>
<td>Ok</td>
<td>Blocked</td>
</tr>
<tr>
<td>6</td>
<td>Empty</td>
<td>Ok</td>
<td>Null</td>
<td>Blocked</td>
</tr>
<tr>
<td>7</td>
<td>Not string value</td>
<td>Ok</td>
<td>Ok</td>
<td>Error</td>
</tr>
<tr>
<td>8</td>
<td>Not string value</td>
<td>Null</td>
<td>Ok</td>
<td>Error</td>
</tr>
<tr>
<td>9</td>
<td>Not string value</td>
<td>Ok</td>
<td>Null</td>
<td>Error</td>
</tr>
<tr>
<td>10</td>
<td>Ok</td>
<td>Null</td>
<td>Null</td>
<td>Blocked</td>
</tr>
<tr>
<td>11</td>
<td>Empty</td>
<td>Null</td>
<td>Null</td>
<td>Blocked</td>
</tr>
<tr>
<td>12</td>
<td>Not string value</td>
<td>Null</td>
<td>Null</td>
<td>Error</td>
</tr>
</tbody>
</table>

Table 1. The decision table.

D-Development of the test cases:
- A test case is “true” when it meets all requirements of the variants on the values of the variables.
- A test case is “false” when it violates the requirements of the variants.

To increase the effectiveness of the proposed approach and to compensate the inherent incompleteness of equivalence partitioning and boundary value analysis, an error guessing test case design technique is used. Such a technique is based on the ability of the tester to draw on his past experience, knowledge and intuition to predict where bugs will be found in the system under test. By doing so, the number of possible test traces (scenarios) is reduced. Here depending on abstract test level the tester wants to check, additional information can be extracted from design artifacts: state charts for algorithmic level, class diagram for class level, sequence diagram for agent level, collaboration diagram for society level and uses case diagram for system level.

Concerning concretization, the generated test cases are abstract like the test model. Thus, significant information is missing in the generated test cases to be executable with the concrete system under test. Therefore, these test cases have to be concretized. In other words, this step acts as a translator which bridges the abstraction gap between the test model and the system under test by adding missing information and translating entities of the abstract test case to concrete constructs of the test platform’s input language.

This last one is a difficult task because it is done generally by applying different algorithms. Furthermore, the model based testing solution ensures code coverage as shown Figure 6.
However, we make changes in the code of system under test by adding missing information (instrumentation of code). We come across the following problems: over load, stress, performance, volume, security, usability, storage.

To remedy these problems, we have proposed to do the opposite (why not instrumentation of the model?), since, reference nets are themselves Java objects: Making calls from Java code to net is easy as to make calls from nets to Java code. This phase begins with the launch of the test monitor, which we have developed.

So, before realizing this phase, a preparative work must be done. This is the static analysis.

Concerning system under test (source code), information is extracted from the agent’s internal structures by parsing them. This information includes details as the identification of agents, their plans, the names of classes (the agent is composed from the agent base class and several behavior classes) together with the names of each of member methods, their parameters, and their types. Those information are then stored in a so-called application information file as shown in Figure 7.

Concerning the model, all nets are exported into XML format or more accurately PNML RefNet format (see Figure 8). Once all inputs (system information file, model information file and the scenario of test) are available, the test monitor proceeds to the instrumentation of scenario of test by adding a certain set of specific routines in model. More precisely, the instrumentation is done by selecting the methods we want to test from application information file and insert each method in the most suitable transition in model information file as is shown in Figure 9. The output is a new version of the model.
In particular, the instrumentation will allow the tester to follow the execution of the traces of the various operations as the progresses of the simulation of the model. By doing this, the tester can, at this stage, accept, reject or modify the generated variable values. Figure 10 shows the instrumented version of model where all adding instruments are encircled. The reader can easily compare the original figures of the model to the figure 10. Finally, because this operation (instrumentation) is derived automatically, this significantly reduces the testing effort.
Figure 8. Result of static analysis of model.
Figure 9. Instrumentation of model.
Figure 10. Instrumented version of the model
5.4. Execution and evaluation

Now, instrumented version of the model under test is ready for execution with the desired test case. The results obtained following the execution of a sequence of test will be compared to the expected results and a verdict is constituted. Figure 11 presents the execution of producer consumer example.

The execution of instrumented model calls concerned function by test in application. If the test passes correctly, the execution of model continues to a new place or transition as shown in snapshot (a). Otherwise, an error message is displayed on the command line in snapshot (b).

![Figure 11. Execution and evaluation of results.](image-url)
6. Conclusion and future works

In this paper, we have presented a model based testing approach for multi agent system using the paradigm of reference nets and we have used the producer consumer example as a case study.

An important argument for using the paradigm of nets within nets is that the modeling process concludes not only with a running system model, but also because it supports the whole steps of the model testing technique. This reduces greatly the major negative aspects of model based testing techniques and support testers in creating and executing tests in a uniform and automatic way.

This paper reflects our experiences with reference nets and hence renew tool. We think that it is a robust and easy to use tool, which reduces considerably the large initial effort in term of person-hours required mainly in constructing and validating of the testing model. In fact, one of major drawbacks of the model based testing techniques is the cost for the building of the abstract test model of the system under test.

This paper represents a different approach compared to other works; first the scope of our approach touches all test levels (from the system to algorithmic levels). Besides we solve the problem of combinatorial explosion in the number of test cases by adopting error guessing technique. Moreover, we have automated the concretization stage by instrumented model, finally and to validate our approach we have developed a test monitor that supports all phases of the testing technique based models: modeling, validation, implementation and execution. The test results generated by the test monitor facilitate the construction of a verdict about the application. Therefore, our approach can be a valid support for these kinds of test.

Nevertheless, the proposed testing approach has focused on a simple form of agent cooperation. It is our intention to build models for a number of sophisticated multi agent coordination.

Since our approach is based on formal models, automation of building and validating models will be another perspective.

A final perspective could involve the integration of structural coverage at our test monitor to test other characteristics of multi-agents applications (robustness, safety, and reliability).
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